AIM: PROGRAM FOR HUFFMAN ENCODING WITH GREEDY STRATEGY:

|  |
| --- |
| #include <bits/stdc++.h>  using namespace std;  struct MinHeapNode {    char data;  unsigned freq;  MinHeapNode \*left, \*right;  MinHeapNode(char data, unsigned freq)  {  left = right = NULL;  this->data = data;  this->freq = freq;  }  };  struct compare {  bool operator()(MinHeapNode\* l, MinHeapNode\* r)  {  return (l->freq > r->freq);  }  };  void printCodes(struct MinHeapNode\* root, string str)  {  if (!root)  return;  if (root->data != '$')  cout << root->data << ": " << str << "\n";  printCodes(root->left, str + "0");  printCodes(root->right, str + "1");  }  void HuffmanCodes(char data[], int freq[], int size)  {  struct MinHeapNode \*left, \*right, \*top;  priority\_queue<MinHeapNode\*, vector<MinHeapNode\*>, compare> minHeap;  for (int i = 0; i < size; ++i)  minHeap.push(new MinHeapNode(data[i], freq[i]));    while (minHeap.size() != 1) {  left = minHeap.top();  minHeap.pop();  right = minHeap.top();  minHeap.pop();    top = new MinHeapNode('$', left->freq + right->freq);  top->left = left;  top->right = right;  minHeap.push(top);  }  printCodes(minHeap.top(), "");  }  int main()  {  char arr[] = { 'a', 'b', 'c', 'd', 'e', 'f' };  int freq[] = { 5, 9, 12, 13, 16, 45 };  int size = sizeof(arr) / sizeof(arr[0]);  HuffmanCodes(arr, freq, size);  return 0;  } |

Output:

![](data:image/png;base64,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)